Abstract. In the context of reactive systems, several conformance testing strategies have been developed based on variations of labeled transition systems (LTS). However, these models are not suitable when the specification uses large or infinite data domains because each value in the data domain is represented as a system state, leading to an explosion of the state space. This problem is even bigger at interruption testing level, where the possible number of combinations of interruptions at different points of an execution path is huge. Symbolic transition systems (STS) are models where variables and parameters are explicitly represented and these information are treated in a symbolic way. In this work, we present an approach to modeling and testing from STS models of reactive systems with interruptions, and thus make possible the automatic test generation through direct manipulation of high-level specifications avoiding state space enumeration.

1. Introduction

Testing is one of the most popular validation techniques used today and if it is used in an effective way, it can provide important evidences of quality and reliability of a product. Among several aspects of a system we can test its functionality, performance, time constraints, robustness, and so on, but this paper focuses on conformance testing of reactive systems where interruptions are allowed. In conformance testing, the testing process is performed in order to check if a given implementation is in conformance with its specification. This is based on a conformance relation and the hypothesis that the implementation can be abstracted (but not explicitly constructed) as a formal model so that valid conclusions can be reached on testing results.

In the last years, several theories and techniques of test case generation have been developed through specifications modeled by variations of the classic Labeled Transition System (LTS) [Tretmans 1996, Jard and Jéron 2005, Andrade et al. 2007, Cartaxo et al. 2008]. However, LTS models are not suitable when the specification uses large or infinite data domains because each value in the data domain is represented as a system state, leading to the classical state space explosion problem. Consequently, many tools can only be used in very restricted and finite domains.
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In practice, test cases (written, for example, using the Testing and Test Control Notation\(^1\) (TTCN)) can be real programs with parameters and variables. Thus, powerful models are needed, where variables and parameters are explicitly modeled and these information are treated in a symbolic way. Considering this context, there are some approaches whose goal is to provide a symbolic approach for testing reactive systems [Rusu et al. 2000, Clarke et al. 2002].

In order to develop an effective solution to the interruption testing is essential to define a symbolic test model capable of representing such interruptions, and thus make possible the automatic test cases generation through direct manipulation of the high-level specifications without the need of state space enumeration. It is also important to consider that any interruption may be allowed to occur at any time and there are usually infinite possibilities of occurrences.

This paper presents an approach to modeling and testing from STS models of reactive systems with interruptions. This is based on the model proposed by Rusu et al. in [Rusu et al. 2000]. We show how interruptions can be represented and how test cases can be generated and selected based on the use of the STG tool [Clarke et al. 2002]. A case study in presented in the domain of feature testing of mobile phone applications.

This paper is structured as follows. Section 2 gives a quick description of the theory related to the symbolic models. Section 3 presents the symbolic test model structure used to model interruptions. Section 4 introduces the STG tool and discusses how to use it in order to generate interruption test cases. A case study is presented in Section 5. Finally, Section 6 presents related work and Section 7 concluding remarks.

2. Background

In this section, we present the theory related to the symbolic models. In this work we consider the Input/Output Symbolic Transition Systems (IOSTS) that is a model of extended labeled transition systems [Rusu et al. 2000].

Syntax of IOSTS. An IOSTS is a symbolic automata with a finite set of locations, typed variables, and the communication with its environment is performed through actions carrying parameters.

Definition of IOSTS. Formally, an IOSTS is tuple \(\langle V, P, \Theta, L, l_0, \Sigma, T \rangle\), where: (1) \(V\) is a countable set of typed variables; (2) \(P\) is a countable set of parameters. For \(x \in V \cup P\), \(\text{type}(x)\) denotes the type of \(x\); (3) \(\Theta\) is the initial condition, a predicate with variables in \(V \cup P\); (4) \(L\) is a countable, non-empty set of locations; (5) \(l_0 \in L\) is the initial location; (6) \(\Sigma = \Sigma^i \cup \Sigma^o \cup \Sigma^\tau\) is a countable, non-empty alphabet, where \(\Sigma^i\) is a countable set of input actions, \(\Sigma^o\) is a countable set of output actions, and \(\Sigma^\tau\) is a countable set of internal actions. Each action \(a \in \Sigma\) has a signature \(\text{sig}(a) = \langle t_1, ..., t_k \rangle\), that is a tuple of distinct parameters. The signature of internal actions is the empty tuple; (7) \(T\) is a set of transitions, where each transition consists of: a location \(l \in L\), called the origin of the transition; an action \(a \in \Sigma\), called the action of the transition; a predicate \(G\) with variables in \(V \cup P \cup \text{sig}(a)\), called the guard; an assignment \(A\), such that for each variable \(x \in V\) there is exactly one assignment in \(A\), of the form \(x := A^x\), where \(A^x\) is an expression on \(V \cup P \cup \text{sig}(a)\); a location \(l' \in L\), called the destination of the transition.

\(^1\)http://www.ttcn-3.org/
Figure 1(a) shows an example of an IOSTS. In graphical representations, input actions are followed by the “?” symbol and output actions are followed by the “!” symbol. These symbols are used only as notation, they are not part of the action’s name. The simple IOSTS from Figure 1(a) models a withdrawal transaction in an ATM system, where this transaction has a precondition (the initial condition) that says that the current balance must be strictly positive. At the beginning, the system is in the Idle location. Next, the system expects the Withdrawal input carrying a strictly positive integer parameter amount and saves the value of amount into the variable withdrawalValue. Then, considering that the value of withdrawalValue is less than or equal to the balance, the ATM system dispenses the cash through the output DispenseCash carrying the parameter amount (the guard \(amount = \text{withdrawalValue} \leq balance\) means “choose a value for the parameter amount that, with the value of the variable withdrawalValue, satisfies the guard”), the variable balance is decreased by the withdrawn value, and the system returns to the Idle location. Otherwise, if the account does not have sufficient funds, the system emits the invalid withdrawal value through the output InsufficientFunds carrying the parameter amount (the guard \(amount = \text{withdrawalValue} > balance\) has a similar meaning to that of the previous guard), after, the current balance is emitted through the output PrintBalance (the guard \(balance = balance\) means “choose a value for the parameter amount such that it is equal to the value of the parameter balance”), and the system returns to the Idle location.

![Figure 1. IOSTS Examples](image)

**Semantics of IOSTS.** The semantics of IOSTS is defined through an *Input-Output Labeled Transition Systems* (IOLTS). An IOLTS is a variant of the classic LTS that makes distinction between events of the system that are controllable by the environment (the inputs) and those that are only observable (the outputs) [Tretmans 1996]. For more details about the semantics of the IOSTS see [Rusu et al. 2000].

**Conformance Testing with IOSTS.** Conformance testing is a kind of testing used to verify if the implementation is in accordance with the specification. It consists in checking a conformance relation between a specification and an implementation through the execution of a set of test cases and the evaluation of the obtained verdicts [Rusu et al. 2000]. Next, we instantiates the main concepts related to the conformance testing like specifications, implementations, test purposes, test cases, and a conformance relation.

**Specifications and Implementations.** A specification is an IOSTS without cycles of internal actions and an implementation is any application that can be modeled by an IOSTS.
**Test Purposes.** Test purposes are used in order to verify if the implementation exhibits a desired behavior. In this context, a test purpose is an IOSTS that describes a specific scenario to be verified. Figure 1(b) presents an example of a test purpose for the ATM withdrawal transaction specification. It is used to select the scenarios where the user successfully performs a withdrawal transaction. The Reject location is used to discard all other scenarios where the system does not exhibit the desired behavior. This test purpose is not complete (i.e., all input actions are not enabled all the time) but it is implicitly completed by the test case generation tool, so the activity of defining test purpose is simplified by allowing to focus only on the desired behavior.

**Test Cases.** Test cases are used to assign verdicts to implementations. A test case is an input-complete, deterministic IOSTS with three disjoint sets of locations: Pass, Inconclusive, and Fail. An example of a test case is shown in Figure 1(c). It starts by performing a withdrawal transaction in the ATM system. Then it expects to receive the money. If the ATM system dispenses the expected money the verdict is Pass, that is, the implementation is in conformance with the specification and the test purpose. Finally, if some other input is received, the verdict is Fail, that is, the implementation emitted an unspecified output.

**Conformance.** The conformance relation links an implementation to the specification. Intuitively, an implementation conforms to a specification if for all traces of the specification, the set of output actions of the implementation is contained in the set of output actions of the specification.

### 3. Modeling Features Using Symbolic Models

This section presents the symbolic test model structure capable of representing interruptions. The structure of the proposed test model is illustrated by an application in the mobile phone domain. In this domain, different interruptions (e.g. incoming calls, incoming messages, alarm clocks, and so on) can occur at any time, pausing other features for a moment. In the mobile phone applications context, features are sets of individual requirements that describe a cohesive, identifiable unit of functionality. As a feature example, the Message feature can be cited since it has, amongst other requirements, the requirements of sending and receiving messages.

Figure 2 presents a symbolic model that represents the behavior of removing a message from inbox. The message can only be removed if it is not blocked, otherwise, the message cannot be removed. This behavior is represented only by nodes from 1 to 12. This same model also represents the occurrence of interruptions (nodes from 13 to 16). The Incoming Alert interruption specifies the arrival of a new kind of text messages where the text appears to the user inside a dialog box.

As we can see, in Figure 2, the interruption model is connected to the feature that can be interrupted (the main flow) using a special action named Interrupt carrying a parameter (intCode) that identifies the place where the interruption is allowed. Then, the value of the parameter intCode is saved in the variable choice. Each point where an interruption is allowed has a different integer value associated to it. Other important information is in the last action of the interruption, there is a guard used to guarantee that the main flow continues its execution from the same point where it had been interrupted. For instance, if an interruption begins with the parameter intCode equals to 1, then it must
Some hints of how to link a model with an interruption are: (1) identify the point where the interruption must occur; (2) link this point to the interruption behavior using a transition labeled as follows: the guard is intCode = X and choice = 0, where X uniquely identifies this point of interruption; the action is Interrupt?(intCode); the assignment is choice := intCode; (3) connect the last action of the interruption behavior to the same point where the interruption started using a transition labeled with the guard choice = X, where X is the same value that uniquely identifies this point of interruption.

Considering the interruption testing in the mobile phone applications context, the more interesting test cases are those where there is only one interruption for each test case. This happens for four reasons: (1) failures are rarely the result of the simultaneous occurrence of two (or more) faults; (2) the majority of the test cases are manually executed; (3) there is usually only one common resource, for instance, the processor, the screen, etc; (4) good test cases must facilitate the fault localization. Considering that each failure is associated with only one fault, it is enough that each test case verifies the interruptions in a single point at a time, thus making fault localization easier.

The test case generation strategy where only one interruption is allowed for each test case is reached because of the second part of the guard (choice = 0) associated to the Interrupt actions. When an interruption is allowed, the value of the variable choice finish performing the action that has the following guard: choice = 1.
is changed to any value different from zero, then all other interruptions are automatically
discarded during the test case generation.

Considering a continuous time, an interruption can occur at infinite points during
the system execution. But considering the tester’s point of view, each possibility of
interruption can only be observed after each system response. This happens due to the
fact that it is impractical to reproduce a scenario where an interruption occurs between
an input action and the system response. Thus, the proposed test model only represents
those interruptions that occur immediately after the system responses. In this case, Figure
2 represents all possibilities of interruption from tester’s point of view.

In practice, this interruption test model should not be written by hand because it is
tiresome and not cost-effective. It must be generated directly from abstract specifications.
As default, any interruption can occur virtually at any point of execution. However, de-
pending on the intended behavior at some points some of them or all may not be allowed.
By taking these issues into account, Figueiredo et al [de Figueiredo et al. 2006] presents
an approach for specifying feature and interruptions as use cases. The model presented in
this section can be automatically generated from this approach.

4. Test Case Generation and Selection with STG

STG (Symbolic Test Generation) [Clarke et al. 2002] is a tool which allows for the auto-
matic synthesis of conformance test cases from symbolic models. It is based on that theory
presented in Section 2 and it is a potential candidate for interruption test case generation.
In this section, STG will be presented in order to show how to use it for interruption test
case generation and selection.

An exhaustive interruption test case generation is impractical due to the huge
amount of generated test cases. Particularly, in mobile phone applications context the
majority of test cases are manually executed. In this scenario, test case selection strate-
gies are needed. The strategy used to reduce the test suite is based on test purposes.

Then, once the system is specified using IOSTS, the next step is to define test
purposes in order to verify a particular system functionality or a specific interruption at
some point. For our proposed test model, it is very simple to define test purposes where
an interruption can occur. Given that the point where the interruption must occur was
chosen, it is enough to use the Interrupt action in the test purpose carrying the integer that
identifies the selected point.

Considering that specification from Figure 2, a test purpose can be defined in order
to verify the scenario where an alert appears when the user is accessing the inbox folder.
As the selected interruption point corresponds to the second output of the specification,
the action Interrupt must carry the integer 2. Next, the last action of the selected behavior
(the scenario where the message is removed) is appended to the test purpose. In the
mobile phone context, test cases are paths from the initial node to any leaf node or, in
case of cycles, the longest paths with non-repeated actions. Therefore, it is important
to keep the last action of the chosen scenario in the test purpose, so the generated test
case contains all steps of the selected path. Figure 3(a) presents the test purpose defined
above and the Figure 3(b) shows the test case generated by the STG tool. Note that in the
generated test case (Figure 3(b)) the interruption occurs only in one specific point.
Considering that specification from Figure 2, another test purpose can be defined in order to verify a scenario where a message is removed and all interruptions are not allowed. This test purpose is presented in Figure 3(c). Note that to prohibit all interruptions it is enough to take the *Interrupt* action to the *Reject* location. The other action of the test purpose ("Message removed" is displayed!) is used to select the scenario where the message is removed. The generated test case is shown in Figure 3(d).

5. Case Study

This section presents a case study to illustrate the application of the proposed test model for interruption testing. The main goal is to compare the use of IOLTS, a variation of the classic labeled transition system, with the use of IOSTS, a kind of symbolic model, to represent interruptions, and consequently allow the automatic generation of test cases. This case study was performed using an application of the mobile phone domain.

The chosen features are Multimedia Messages and Incoming Alert. The former feature means a new kind of message capable of containing multimedia items like image, audio, and video. For this case study only one use case of the Multimedia Messages feature was considered: the action of creating and sending a multimedia message. The last feature was chosen because it is responsible for causing interruptions.

Basically, features and interruptions are specified as use cases using a controlled natural language [de Figueiredo et al. 2006]. In this kind of specification, each use case has a main flow and some alternative flows. Flows are described through steps including a user action and the respective system response. Each step has a condition (system state) that determines if the system response will happen or not. Due to the lack of space, Figure 4 shows only the main flow of the Multimedia Messages specification. Note that the specification can contain variables to make it more abstract and reusable, for example the message box size (<FolderSize> variable) was not explicitly specified because this value depends on the phone memory size. In this case study we assume that there are
three possible values for \(<\text{FolderSize}\>): 1000, 1500, and 2000.

<table>
<thead>
<tr>
<th>Step Id</th>
<th>User Action</th>
<th>System State</th>
<th>System Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>1M</td>
<td>Start the Message Center application</td>
<td>The Message Center application is started</td>
<td></td>
</tr>
<tr>
<td>2M</td>
<td>Select Create new MM option</td>
<td>The MM creation form is displayed</td>
<td></td>
</tr>
<tr>
<td>3M</td>
<td>Fill in the message body</td>
<td>The message body is filled in</td>
<td></td>
</tr>
<tr>
<td>4M</td>
<td>Select the Send message option</td>
<td>The recipient form is displayed</td>
<td></td>
</tr>
<tr>
<td>5M</td>
<td>Fill in the recipient field</td>
<td>The recipient field is filled in</td>
<td></td>
</tr>
<tr>
<td>6M</td>
<td>Select the Confirm option</td>
<td>The message box has not reached (&lt;\text{FolderSize})&gt; messages</td>
<td>The message is sent to the recipient and saved in Sent Messages folder. The message saved and sent transient is displayed</td>
</tr>
<tr>
<td>7M</td>
<td>Wait for the transient message</td>
<td>The application returns to the Message Center application</td>
<td></td>
</tr>
</tbody>
</table>

**Figure 4. Multimedia Messages Feature**

The first step of the case study was to represent the specification of the Multimedia Messages and Incoming Alert features using both models IOLTS and IOSTS. In the first model (IOLTS) we do not have variables then we must explicitly represent all values of the variables leading to a bigger model than the other (IOSTS). Due to the lack of space, the models will not be shown. The developed IOLTS had 84 states and 100 edges while the IOSTS model had only 26 states and 47 edges. Symbolic models are usually simpler than labeled transition systems.

One of the main advantages of using symbolic models is in the test purpose definition activity. A test purpose was defined using both models in order to verify a scenario where an interruption occurs when the user is typing a message, after that, the user decides to include an image into the message, and finally, the message is sent and saved into the message box. The defined IOLTS test purpose had 20 states and 27 edges while the defined IOSTS test purpose had only 5 states and 4 edges.

The IOSTS test purposes are usually very simple leading to a less error-prone activity. Moreover, symbolic models allow the generation of abstract test cases, that is, test cases where the variables are instantiated only during the test execution. Abstract test cases are ideal in the mobile phone context mainly because the development process follows the strategy of software product lines. In this case, test cases can be generated in an abstract way and they are instantiated depending on the kind of product under test.

### 6. Related Work

To the best of our knowledge, approaches developed in order to take into account symbolic models as the underlying model for interruption test case generation are practically nonexistent. So this section presents some approaches that could be followed in order to provide an effective solution to the interruption testing. In the context of symbolic models, the principle is to adapt some existing approach to, beyond representing the system behavior, represent the system data without enumerate the data values. There is still very few work in this context and the most of them use (variations of) state machines or labeled transition systems as the underlying model.
State machines tend to be used in synchronous context, where inputs and outputs appear together in a single transition. Thus, they are unsuitable for representing some characteristics of reactive systems like interruptions, isolated input and outputs, etc. Considering the use of state machines, there is a tool named GAST [Koopman and Plasmeijer 2003] that was extended to deal with Extended Finite State Machines (EFSM) specifications. In this tool, properties and data types are expressed in first order logic, and based on this information, test data are automatically generated. This tool is less suitable for testing because the concept of state is not present in a clear manner, even thus it is possible to represent states defining explicitly a complex data structure that represents the state space. The GAST’s algorithm unfolds, in an on-the-fly way, the data type structure in order to select a path in the EFSM.

The use of (variations of) labeled transition systems is more common in the literature. Lestiennes and Gaudel [Lestiennes and Gaudel 2002] developed a strategy of test generation and selection based on selection hypotheses combined with an operation of unfolding algebraic data types and predicate resolution. Frantzen et al. [Frantzen et al. 2006] extended the ioco theory presented in [Tretmans 1996] to support the software testing based on symbolic models. The symbolic framework developed by Frantzen et al. uses concepts from first order logic as underlying theory for dealing with guards and variables, quiescence is taken into account, and some ideas about coverage is discussed. As disadvantages, the symbolic framework does not consider test purposes and it still need to be automated. Calamé et al. [Calamé et al. 2007] proposes an approach combining a model similar to IOSTS, data abstraction, and constraint solving to generate test cases. The main idea is to apply data abstraction to abstract the model in a finite state one, use the TGV tool [Jard and Jéron 2005] to generate abstract test cases, and finally, constraint solving is applied to instantiate the test cases.

The chosen approach to develop an effective solution to interruption testing is based on a symbolic test case generation theory (introduced in Section 2). This theory avoids the state explosion problem due to the enumeration of data values. The test case generation process is reduced to syntactic operations on the models and an analysis of which states take the system to acceptance states. Next, abstract test cases are automatically generated by the STG tool, and finally, during the test execution, test cases are instantiated using a constraint solving.

7. Concluding Remarks

This work proposes a symbolic test model capable of representing interruptions for reactive systems. This model is based on the Input/Output Symbolic Transition Systems theory. The IOSTS theory is supported by the STG tool [Clarke et al. 2002]. Since that test selection is a crucial requirement for interruption testing, some hints of how to define test purposes in order to verify specific interruptions were presented. In practice, given the specification (UML models, use case templates, and so on), a symbolic test model must be automatically generated. Finally, the symbolic model must be combined with test purposes for the interruption test case generation.

The use of symbolic models allows the generation of abstract test cases. In the mobile phone applications context, abstract test cases are very suitable because the development process follows the strategy of software product lines. Thus, test cases can be
generated in an abstract way and they are instantiated depending on the kind of product under test, making the test case management process easier. Furthermore, as the presented strategy is based on an IOSTS test model, different abstract specification formalisms can be used. As further work, this model is going to be extended to include timing requirements for extending its application to real-time systems.
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