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Abstract. Manual test execution can represent a significant part of the software testing effort. For this reason, new technologies are being proposed and evaluated through empirical studies to help the planning of test execution teams and to reduce the cost of manual test execution. The validity of these studies strongly depends on the accuracy of the collected data, which can be affected by several problems during the execution of the studies. In this paper, we present ManualTEST, a tool developed to improve the accuracy of the collected data and provide information to locate and identify sources of problems occurred during the execution of these studies. The benefits of ManualTEST were confirmed by several studies run in two test sites of a major mobile phone manufacturer.
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1. Introduction

Software testing is an important activity that usually requires a significant effort. In addition, testing is being considered so important that an organization can allocate teams exclusively for testing activities in order to achieve unbiased test results [Broekman and Notenboom 2002]. When regarding product lines of embedded systems, test managers usually have to deal with high cost to port automated tests for different platforms (operating system, hardware version, etc.) and limited automation technology for testing some types of features (sounds, videos, pictures, etc.).

In this context, manual test execution can represent a significant part of the testing effort. This is even more evident when considering regression tests, that is, when you have to execute tests to check if the whole application (or system) still working after some change. For this reason, new technologies are being investigated to help the planning of test execution teams and to reduce the cost of the manual test execution. Examples of research in this area are the development of test prioritization techniques, development of test execution effort estimation models and the investigation of manual test execution cost drivers. Nevertheless, all proposed solutions must be properly evaluated to justify their adoption by industry.

A common way to evaluate new technologies is the running of empirical studies [Shull et al. 2008], such as case studies and controlled experiments. Despite of the control of confounding factors and the use of statistical analyses, the validity of these studies can strongly depends on the accuracy of the collected data. The importance of having accurate data collection mechanisms in empirical studies is discussed in several studies.
in software engineering, such as [Selby 2007], [Kitchenham et al. 2002], [Seaman 2008] and [Singer et al. 2008].

Regarding manual test execution activities, several problems can occur during the test execution. For instance, phone calls and test environment changes (e.g., network bandwidth) can affect tester performance and possibly change the results. Hence, the data collection instrument should avoid these types of problems or, at least, provide information to detect them.

In this paper, we present ManualTEST (Manual Test Execution assiSTant), a tool developed to automate part of the data collection procedures of empirical studies involving manual test execution. With ManualTEST, we can improve the accuracy of the collected data and provide information to locate and identify sources of problems occurred during the execution of these studies. ManualTEST was successfully used in several studies run in two real test sites that provide testing services for a major mobile phone manufacturer.

2. Manual Test Execution

In empirical studies involving manual test execution, it is necessary to have at least one or more of the following components: tester, product under tested, test specification and test environment. In a manual test execution, a tester reads and executes each step of a test specification using a product under test and a test environment.

The test specifications are usually described in terms of pre-conditions (initial conditions to start the test), procedure (list of test steps with inputs and expected outputs) and post-conditions [Jorgensen 2002]. In addition, they can contain more information, such as a test description, test objectives, the tested requirements and a software and hardware setup procedure. These specifications are commonly written in natural language, as shown in Figure 1.

The data collected during manual test execution depend on the objective of the study, but the most common collected data are:

- Test id.
- Tester id.
- Date and time in which the test execution was started.
- Test execution time, which is the time spent to execute the test.
- Test result.

In general, test result indicates if the test was executed successfully (passed), if a bug was detected (failed) or if the tester could not execute the test (blocked) due to some constraint, such as lack of resource, test not applicable to the product under test, etc.

During the manual test execution in an empirical study, some problems can occur and threat the validity of the data analysis:

**P1.** While executing the tests, testers have to start counting test execution time just before the beginning of the test execution activity and to stop just after finishing it. The tester can forget to start or stop the chronometer, including between test executions, reducing the accuracy of the collected data.

**P2.** When running studies in industrial settings, participants may be interrupted by important phone calls or by other emergencies [Arisholm et al. 2002]. The time spent during these interruptions should not be taken into account.
These interruptions should also be recorded to verify if they impacted the study [Arisholm et al. 2002]. In our context, these interruptions can impact the total test execution time and the tester performance.

From previous experiences [Aranha and Borba 2007], we observed that the effect of some confounding factors can be hard to detect, such as changes in network bandwidth or in other dynamic environmental conditions. These problems are usually hard to avoid when considering studies in industrial settings, even when running supervised experiments.

For some studies, such as test prioritization based on data reuse [Lima et al. 2008], it is important to distinguish between test procedure time, test setup time, etc., making difficulty the data collection.

To solve these problems, we developed and used a tool to collect manual test execution data, as described in the next sections.

### 3. Manual Test Execution assiSTant (ManualTEST)

This section presents the main functionalities of ManualTEST, a tool developed to automate the collection of manual test execution data, avoiding the problems previously
described. The tool was developed using the Eclipse Rich Client Platform (RCP) [McAffer and Lemieux 2005] and have two different perspectives, one to select the tests to be executed and another one to support the test execution activity. Next, we present the details of these two perspectives and information about the data collected by the tool.

3.1. Test Selection

To automatically read test specifications, ManualTEST consider that these specifications are stored in spreadsheets files. In addition, the tool can be customized to read spreadsheets in different formats. Once a spreadsheet file is opened, the tests are listed to the user, as shown in Figure 2. Then, the tester must double-click to open the tests that she is going to execute.

![Figure 2. Test selection perspective of ManualTEST.](image)

3.2. Test Execution

When the tester selects the Test Execution perspective, only the selected tests are presented. A Test Execution Controller view is also presented, as shown in Figure 3. In this view, the play and the pause buttons are presented to the tester to control the counting of time. This integrated functionality make easy to the tester to start, pause and resume the test execution time (problem P1 and P2).
When the tester pushes the play button, the chronometer is activated and the first line of the test specification is highlighted. Using keys ↑ and ↓ from the keyboard, the tester executes the highlighted test step and go to the next one or go back to the previous one, as presented in Figure 4. This functionality will ensure that the tester will read and execute each test step. Also, the time spent in each step is properly recorded (problem P5). For pausing the chronometer, the tester should push the pause button and push the play button later to resume the time counting (problem P2).

ManualTEST counts the time based on three stages: Setup, Execution and Debug. The Setup stage is relative to the execution of steps required to build the test preconditions. The Execution stage is relative to the execution of the test procedure (execution of test steps and verification of expected results). Finally, the Debug stage is used for recording the time spent by the tester for confirming that a test failed. For instance, the tester may have to execute the test again to confirm the test failure or s/he may have to read the specification to confirm that the problem is a defect in the application and not a problem in the test specification. This approach is interesting when the study analyzes only one of these stages (problem P5). The total execution time is also presented by the tool.
By default, the initial test execution stage considered by the tool is Setup. To change the stage, participants of the study can use the Setup, Execution or Debug buttons provided in the Test Execution Controller view. However, the tool automatically detects when the cursor is on the “Test procedure:” line and automatically consider the change from test setup to procedure execution, improving data collection accuracy. The test setup time, procedure execution time, debug time and total test execution time are presented to the tester in the Test Execution Controller view.

The field observations can be used to describe any problem occurred during the execution of the test. To finish the execution of a test case, the tester should press in button Passed, Failed or Blocked to indicate the correct test result. The Cancel button will discard the data collected for the current test execution.

Figure 4. ManualTEST at different moments: test step under execution is highlighted and time is automatically counted as setup time or procedure execution time.
3.3. Collected Data

As test execution is finished, ManualTEST stores the test result, execution times and other related information in two different spreadsheet files. The first one is presented in Figure 5, which is basically the general information recorded for each executed test.

<table>
<thead>
<tr>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
<th>G</th>
<th>H</th>
<th>I</th>
<th>J</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Date</td>
<td>Time</td>
<td>Tester</td>
<td>Test</td>
<td>Result</td>
<td>Setup</td>
<td>Execution</td>
<td>Debug</td>
<td>Total time</td>
</tr>
<tr>
<td>2</td>
<td>2008/03/10 19:47:14</td>
<td>John</td>
<td>Target TC 1</td>
<td>PASSED</td>
<td>00:00:02</td>
<td>00:00:51</td>
<td>00:00:00</td>
<td>00:01:20</td>
<td></td>
</tr>
</tbody>
</table>

**Figure 5. Test result for a single test case.**

The second spreadsheet file contains detailed information about the test execution. As presented in Figure 6, ManualTEST stores the time spent to execute each step of the test specification. This characteristic is very important to investigate the presence of aberrant values in outlier analyses (problems 3 and 4) and to identify sources of variations on test execution time.

<table>
<thead>
<tr>
<th>K</th>
<th>L</th>
</tr>
</thead>
<tbody>
<tr>
<td>Step</td>
<td>Time</td>
</tr>
<tr>
<td>Description</td>
<td>TaRReSt_TC_1</td>
</tr>
<tr>
<td>Objectives</td>
<td>Test the chronometer of the ManualTEST tool.</td>
</tr>
<tr>
<td>Description</td>
<td>TaRReSt_TC_1</td>
</tr>
<tr>
<td>Objectives</td>
<td>Test the chronometer of the ManualTEST tool.</td>
</tr>
<tr>
<td>a) Test should be started</td>
<td>00:00:05</td>
</tr>
<tr>
<td>b) Test is in the Test Selection perspective</td>
<td>00:00:06</td>
</tr>
<tr>
<td>c) At least one test is shown in the Test Plan View.</td>
<td>00:00:07</td>
</tr>
<tr>
<td>Notes</td>
<td>Test case auto-generated by TaReSt system.</td>
</tr>
<tr>
<td>Test procedure</td>
<td>00:00:09</td>
</tr>
<tr>
<td>1) Click on a test case X.</td>
<td>00:00:04</td>
</tr>
<tr>
<td>a) The test specification is shown in the new “Selected TC”.</td>
<td>00:00:04</td>
</tr>
<tr>
<td>2) Change perspective to Test Execution and inform your browser.</td>
<td>00:00:04</td>
</tr>
<tr>
<td>a) The test is in the Test Execution perspective.</td>
<td>00:00:04</td>
</tr>
<tr>
<td>3) Click on the “Pause” button.</td>
<td>00:00:05</td>
</tr>
<tr>
<td>a) The chronometer starts counting time.</td>
<td>00:00:05</td>
</tr>
<tr>
<td>4) Click on the “Pause” button.</td>
<td>00:00:06</td>
</tr>
<tr>
<td>a) The chronometer stops counting time.</td>
<td>00:00:06</td>
</tr>
<tr>
<td>5) Click on the “Stop” button.</td>
<td>00:00:07</td>
</tr>
<tr>
<td>a) The chronometer stops counting time.</td>
<td>00:00:07</td>
</tr>
<tr>
<td>6) Click on the “Stop” button.</td>
<td>00:00:08</td>
</tr>
<tr>
<td>a) The counted time is discarded.</td>
<td>00:00:08</td>
</tr>
</tbody>
</table>

**Figure 6. Detailed test result includes time spent in each test step.**

4. Advantages and Current Limitations of ManualTEST

We used ManualTEST in several studies carried out by researchers from a research group in testing [Torres et al. 2007]. These studies involved manual test execution and some of them are overviewed next.

- A case study and a controlled experiment designed to compare the time reduction for manual test setup provided by different test case prioritization techniques.
- A case study to compare functional tests generated manually or automatically by a model-based testing tool [Nogueira et al. 2007] with respect to their manual test execution time.
- Controlled experiments designed to analyze the relationship of different test size measures with manual test execution time.
- Controlled experiments designed to investigate the effect of cost drivers for manual test execution.
- Case studies to verify if code instrumentation has impact on manual test execution time when considering mobile phone applications.
These studies were run in industrial settings and most of them were carried out by researchers different from the authors of the tool. The researchers were asked to write the benefits and limitations of ManualTEST observed during the execution of their empirical studies. We received several feedbacks showing the advantages and limitations of ManualTEST. These feedbacks are summarized next.

- Automated test execution time collection with the click of few buttons.
- The integration of the chronometer and test specifications increased productivity and reduced the occurrence of problems (forgetting to start or pause the time, etc.). Also, this integration make easy to the researcher to monitor more than one tester at the same time.
- Detailed log files included all information required for data analysis. Due to the high level of detail, the effect of some confounding factors were detected and outliers were treated properly.
- With the detailed and automated data collection, it was also possible to study the impact of each test step on total execution time, including an analysis of the main sources of variation.
- The format of the log files was not easy to be understood by other researchers.
- There are possible improvements to implement and minor defects to correct in the tool, improving its usability.
- The available version of ManualTEST did not guide the tester through the correct sequence of tests to be executed, requiring a careful attention of testers and researchers. The implementation of this functionality can improve the benefits of the tool.
- After some interruptions, some testers forgot to resume the chronometer (push the play button), requiring the intervention of the researcher that was monitoring the test execution. The tool can be improved by having warning messages blinking while the chronometer still paused.
- To write into the field Observations, the time should be paused by the tester. It would be interesting if the tool could do that automatically.

As we can see, ManualTEST can be used to avoid several problems during the execution of empirical studies related to manual test execution. However, its benefits depend on the correct use by the testers. For instance, the tester may still forget to push the play and pause buttons. As suggested in the feedbacks, some improvements in the tool should be done to avoid the reported problems.

5. Related Work

Several testing tools are available in the marketing. For manual test authoring and execution, there is a tool that can be found in [IBM Rational Software 2008]. This commercial tool provides functionalities to execute and mark some steps of the test (comparisons and other verifications) as they are executed, as well as the storage of test results and test execution time. For collecting data in empirical studies, our tool presents better benefits due to characteristics such as the more detailed data collection and the highlighting of the test step being executed.

Some other researchers also have developed data collection tools for supporting their empirical studies. In [Karahasanovic et al. 2001], the authors reported a tool under
development for collecting data during software engineering experiments. They were not interested in execution time, but in data concerning subjects, interactions between subjects and technology and changes in engineering artefacts. In [Karahasanoviæ et al. 2005], the authors proposed an unobtrusive method of collecting feedback from subjects during an experiment. They developed a tool to collect the feedbacks from experimental subjects and they identified several benefits of using the tool during the execution of four experiments, such as its use for validating the data obtained from other sources, checking process conformance and identifying problems with the experiments.

In [Arisholm et al. 2002], the authors developed a web-based support environment for planning and running software engineering experiments. One of its functionality is the collection of the experiment results, such as the answers of web questionnaires. The authors reported common interruptions (phone calls, lunch break, etc.) that occurred during the experiments run in real environments. In their approach, the subjects had to report the nature and time span of the interruptions. In our approach, the subject has to pause and resume the chronometer.

6. Conclusions and Future Work

This paper presented the main functionalities of ManualTEST, a tool developed for improving the collection of manual test execution data. This tool not only helps to collect data accurately, but it also provides information in different levels of detail, supporting the identification of problems in the collected data and analyses of outliers, sources of variability, etc. These benefits were observed during the execution of several case studies and controlled experiments in two real test sites. We intend to evolve the tool in order to overcome the current limitations and include the suggestions received during the empirical studies.

Despite of the use of ManualTEST for empirical studies, the tool can also be used to support the manual test execution activities. Its use can help, for instance, to have more accurate historical data in industrial settings. Although our tool is structured for experiments related to manual test execution, we believe that it can be extended (or similar ones can be developed) to support data collection for other types of manual activities that can have problems similar to those reported here. Finally, the benefits observed during the use of ManualTEST justified the cost to develop the tool, which took approximately two months of work (partial time) of one experienced developer.
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